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Abstract In geodynamics as in other scientific areas, computation has become a core component of
research, complementing field observation, laboratory analysis, experiment, and theory. Computational tools
for data analysis, mapping, visualization, modeling, and simulation are essential for all aspects of the scientific
workflow. Specialized scientific software is often developed by geodynamicists for their own use, and this effort
represents a distinctive intellectual contribution. Drawing on a geodynamics community that focuses on
developing and disseminating scientific software, we assess the current practices of software development and
attribution, as well as attitudes about the need and best practices for software citation. We analyzed publications
by participants in the Computational Infrastructure for Geodynamics and conducted mixed method surveys
of the solid earth geophysics community. From this we learned that coding skills are typically learned informally.
Participants considered good code as trusted, reusable, readable, and not overly complex and considered a
good coder as one that participates in the community in an open and reasonable manor contributing to both
long- and short-term community projects. Participants strongly supported citing software reflected by the
high rate a software package was named in the literature and the high rate of citations in the references.
However, lacking are clear instructions from developers on how to cite and education of users on what to cite.
In addition, citations did not always lead to discoverability of the resource. A unique identifier to the software
package itself, community education, and citation tools would contribute to better attribution practices.

1. Introduction

Through the continuous cycle of observation and integration of new knowledge, scientific discovery histori-
cally relied on two pillars—hypothesis and experimentation to open new pathways for acquisition of knowl-
edge and betterment of all. In the natural world, carefully constructed experiments involve observations.
Increasingly, computation has become a new tool for experimentation to a degree that computational
science has been called the third pillar of science (Reed et al., 2005).

Scientists today rely on computers and the associated software tools for most aspects of their investigations
including data collection, storage, processing, analysis, and simulation (Hannay et al., 2009). Numerical mod-
eling, mathematical modeling of time dependent behavior, itself has become an essential tool in design and
manufacturing and also in science to study processes that often are impractical, inexpensive, and/or impossi-
ble to observe in the real world. For research on the Earth’s interior and other large-scale processes, for exam-
ple, it is impractical or impossible to encapsulate a planet or a continent in a traditional laboratory setting.

In the geosciences, more than 60% of graduate students use computer-based methods (C. Wilson, 2014), on
par with other research methods such as literature-based, field-based, and lab-based methods. The U.S.
geoscience community, including remote sensing, has for several decades collected, developed, archived,
and maintained large data sets and data products through organizations such as the National Center for
Atmospheric Research, National Atmospheric Science Administration, National Oceanographic and
Atmospheric Administration, U.S. Geological Survey, Incorporated Research Institutions for Seismology
(IRIS) (Trabant et al., 2012), and UNAVCO; through database projects such PetDB for petrological data
(Lehnert et al., 2000); and at specialized or regional data centers (Romanowicz et al., 1994). These data have
driven the development of software tools for data processing and manipulation and act as drivers in the
trend toward computation as researchers incorporate large data sets into their studies.
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Significant development of scientific software is also required to build
the computational capacity for modeling these data, including analysis
and visualization and forward modeling and simulation. The effort of
writing, documenting, disseminating, and maintaining such software
in a research environment poses challenges that share some character-
istics from curating data sets. Like data sets, the mechanisms for pub-
lishing and assigning attribution and citation are not yet standardized
and are unevenly used. While technical reports and, more recently, data
publications may be written about a data set, specialized scientific soft-
ware is more complicated. Scientific software development efforts may
result in a release announcement in a newsletter such as EOS (e.g.,
Wessel et al., 2013) and/or a citable publication about the algorithm
(e.g., King et al., 1990). The latter more commonly focuses on scientific
results found using computational models than on the software or
algorithms themselves. Publications about scientific software itself are
not common but increasing with targeted journals such as the
Archive of Numerical Software, the Electronic Seismologist column of
the Seismological Research Letters, and Journal of Open Source
Software. A few broader domain journals, such as Geoscientific Model
Development and Computers and Geoscience (Chue Hong, 2014), have
been publishing papers about geoscience software since 2009 and
1975 respectively. However, often missing from publications about the
development of research software are secondary processes such as
quality checks that vet the implementation of the software through
code review, benchmarking, and testing (automatic, unit, and regres-
sion) which is just as important as the review of its theoretical founda-
tion (Kelly et al., 2009; Merali, 2010; Oberkampf & Roy, 2010).

The development of scientific research software for specialized model-
ing and data analysis represents a significant intellectual contribution.
Yet the standard means of attributing scholarly credit and prove-
nance, citation of a publication, do not readily adapt to scientific soft-
ware, and no standard has emerged for citing software. Here we
examine the social and technical barriers to software citation in the
geodynamics community by mixed method surveys and examining
the publication record and software practices in the Computational
Infrastructure in Geodynamics (CIG) community. We begin by describ-
ing this community of practice, how individuals learn to write scienti-
fic software, and the community’s thoughts surrounding coding

practices. This sets the context to discuss the reward system in science and the efforts to elevate soft-
ware. We then look at efforts of the CIG community to give credit within their community, preserve
provenance, and promote reproducibility, and we examine the outstanding issues in giving credit
for software.

2. CIG as a Community of Practice

The Computational Infrastructure for Geodynamics (CIG), geodynamics.org, is a specialized community of
practice (Lave & Wenger, 1991) within the geosciences. The community formally and informally learns from
each other the best practices in the usage and development of modeling and simulation software in the geo-
dynamics and seismology research domains. Scientific computation using software developed and used by
the CIG community has helped scientists to understand and quantify the processes that shape the Earth,
including convection in the Earth’s core and mantle, plate tectonics, the dynamics of plate boundaries with
attendant mountain building, volcanism, earthquakes, seismic wave propagation, and the origin and evolu-
tion of planetary dynamos. Computational models provide an essential link between observations made on
the surface and our attempt to describe the Earth’s interior and evolution.

Table 1
2015 CIG Codes

Name Support level

Short-term crustal dynamics
PyLith D_CIG
RELAX D_CONTRIB
VirtualQuake D_CONTRIB
SELEN S_CONTRIB
LithoMop A

Long-term tectonics
Gale A
Plasti A
SNAC A

Mantle convection
ASPECT D_CIG
CitcomCU D_CONTRIB
CitcomS D_CONTRIB
ConMan S_CONTRIB
Ellipsis3d A
HC A

Seismology
Axisem D_CONTRIB
Burnman D_CONTRIB
Mineos A
Flexwin A
Seismic CPML S_CONTRIB
SPECFEM3D D_CIG
SPECFEM3D Globe D_CIG
SPECFEM3D Geotech D_CONTRIB
SPECFEM2D D_CONTRIB
SPECFEM1D S_CONTRIB
SW4 D_CONTRIB

Geodynamo
Calypso D_CIG
MAG A

Computational science
Cigma A
Exchanger A
Nemesis S_CONTRIB
Pythia S_CONTRIB

Note. A: Archived. D_CIG: Developed with support from CIG. D_CONTRIB:
Developed by contributors to CIG. S_CONTRIB: Supported by contributors
to CIG.
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CIG was established in 2005 based on community recognition of the tremendous effort required to
develop scientifically sound software, the need to reduce duplication of this effort, and the need to sus-
tain community software beyond an individual “hero” developer. Under this aegis, the CIG research com-
munity, with 77 Member Institutions worldwide, gathers to learn from one another through workshops,
webinars, and its working groups, to promote ties with computational scientists, establish best practices
in coding and training, and support the development and usage of community software. The community
works together to build the capacity to support complex, extensible, scalable, interoperable, reliable, and
reusable software increasing the return on investment in scientific software development. This increases
researchers’ ability to explore the critical interdisciplinary challenges of coupled systems using advanced
numerical methods, on the large-scale parallel hardware available today. CIG’s approach to writing and
disseminating scientific software has been described as indispensable to geophysics research (Lay
et al., 2012; McGuire et al., 2017; Constable et al., 2016; Williams, 2010).

CIG’s repository hosts 32 software packages (Table 1) (Computational Infrastructure for Geodynamics), more
than half of which are actively used, as evidenced by recently published papers or development activity,
by the community for research and education in computational seismology, mantle convection, magma
dynamics, short-term and long-term lithospheric deformation, geodynamo, and ice sheet modeling for
Earth and beyond. Codes within the repository must meet CIG minimum best practices. Codes must be
licensed, open source, use version control, have a portable build system, include tests to verify that it runs
properly, have both developer and user documentation, and provide a citable publication. CIG works with
developers to bring their codes to these standards and encourages all developers to work toward its target
best practices (see https://geodynamics.org/cig/dev/best-practices/).

Accepted software packages are maintained within a community github site and are assigned one of the fol-
lowing support categories:

Developed. Features are actively added by CIG [D_CIG] or by community contributors [D_CONTRIB] to extend
or improve capability or performance.

Supported. Actively supported, maintained, and upgraded by CIG [S_CIG] or by community
contributors [S_CONTRIB].

Archived. No development activity; not supported. No commitment to updates. May undergo occasional bug
fixes [A].

Developed Codes have been validated, passed benchmarks established by the appropriate community, and
are leading edge codes in geodynamics. Developed codes may either be donated or developed by CIG staff
or the community. These codes are under active development or enhancements and often are actively sup-
ported by CIG through maintenance, technical assistance, training, documentation, and testing. These codes
are the most frequently downloaded and used.

Supported Codes are mature codes that meet community standards but are no longer undergoing active
development. Codes have been benchmarked and documented with examples and references such that
they remain useful research tools. Supported codes include codes donated to CIG frommembers of our com-
munity. Minor changes such as bug fixes and binary upgrades are supported. These codes are actively used
but may not be as widely used as developed codes.

Archived Codes are legacy codes that have no active development and receive little or no support. Bug
reports can be submitted but resources are not readily available to implement fixes.

3. The Approach

To understand and identify prevalent trends and to identify barriers and unanswered questions in how
scientific software is developed, maintained, and cited, we examine the practices of the CIG
geodynamics community.

We studied this through four separate activities:

1. Semistructured interviews included 12 researchers at different career stages from graduate students,
postdoctoral scholars, research scientists, and tenure track faculty. Interviewees held positions in uni-
versity, U.S. government agencies and U.S. national labs, or other research organizations, and self-
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identified as computationally skilled domain scientists, computational scientists, and/or software
engineers.

2. Focusgroupsheldduringasoftware-codingevent included13predominantlyearlycareer researchers (grad-
uate students, postdoctoral scholars and Assistant Professors) frombothU.S. and international universities.
This group of domain scientists included novice to experienced coders who through their own research
interests were contributing code to a single community software project, ASPECT (Bangerth, Dannberg,
et al., 2016; Computational Infrastructure for Geodynamics, 2017a, 2017b; Kronbichler et al., 2012).

3. A survey distributed to the email lists for communities in the solid earth geosciences—CIG, IRIS, UNAVCO,
EarthScope, Geodynamic Processes at Rifting and Subducting Margins (GEOPrisms), and Consortium for
Materials Properties Research in Earth Sciences (COMPRES). These communities together have a large
constituency who use computational modeling during the course of their research in solid earth geophy-
sics. Eighty-six individuals completed the survey, with the majority being university faculty and early
career scientists. The survey and the aggregated results are described in more details in the supporting
information (Text S1).

4. Content analysis of articles from the 2010–2015 CIG publication list. This list contains 303 publications that
the authors themselves identified as using CIG community software, as well as publications identified
through a literature search for software names and mentions of CIG. The publication text was mined for
software name, citations, additional attributions, website or URL, software version number, and software
configuration details (Text S2). Data were analyzed manually in Excel v14.7.2.

All data used in this study is available via Zenodo (Hwang, 2016).

4. Findings
4.1. Learning to Write Scientific Software

Scientific inquiry often leads researchers to questions not yet answered. As these questions push the fron-
tiers, this requires the development of new techniques and tools including software. Today’s students have
grown up using technology—it enables our everyday lives. However, the acquisition of coding as a skill has
lagged (Wilson, 2006). Learning to code and acquiring the skills to write good code are seldom learned
through formal instruction in the geosciences. While a large percentage of PhD students in the geosciences
take courses on quantitative and computational methods (C. Wilson, 2014) which often mixes in various
levels of code learning, these courses do not focus on learning to code and its best practices.

Software development experience among the interviewees reflects these experiences. The majority of parti-
cipants had a predilection for coding at a young age, but the group as a whole largely learned informally.
While they were formally trained in the sciences, they received only informal training in software develop-
ment. Mentorship (apprenticeship relationships) and peer learning were key in their professional develop-
ment. Validation and learning from a supervisor or ties developed outside of their institution were
significant to advancing their skills. Very few had software-related collaborators at their home institutions.
Mentors and in-person interactions through conferences and workshops to build professional and peer net-
works were highly valued.

The lack of formal software training is typical across the sciences and engineering (Basili et al., 2008; Hannay
et al., 2009; Merali, 2010; Prabhu et al., 2011). The National Science Foundation has recognized the need to
improve software in research, including training students to write good scientific software (National
Science Foundation, 2012). Providing training specifically on scientific software development would decrease
the need to teach these skills in domain classes and would promote consistent practices and standards and
better use of software tools, all contributing to better scientific software. Inserting research software engi-
neers or trained computer scientists (Basili et al., 2008; Merali, 2010; Hettrick, 2015) into research groups is
one way to improve code quality and could also provide mentors for domain scientists interested in devel-
oping scientific software.

4.2. Good Code and Coder Conduct

Characteristics of good code as described by interviewees are consistent with best practices recently formally
adopted by the CIG community (https://geodynamics.org/cig/dev/best-practices/). These minimum, stan-
dard, and target best practices cover version control, coding, portability of configuration and build, testing,
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documentation, and user workflow in line with current thoughts on best practices for scientific computing
(Wilson et al., 2014). While quality is largely a matter of individual judgment, several general intertwined attri-
butes emerged from the interviews. Note that the interviewees were all part of the CIG communities; hence,
were predisposed to discussing in terms of code sharing in an open source environment.

Good code is (1) reusable by others, (2) trusted through the inclusion of test cases and as well as its reuse, (3)
not overly complex—the underlying ideas are clear, (4) reusable accommodating flexibility of use, (5) read-
able, understandable to others, (6) consistent in style and syntax, and (7) well documented.

Good coders as described by interviewees were not necessarily defined by their technical abilities, that is, the
ability to follow the above practices, but mainly on their behavioral characteristics. While a good coder is
described as someone that applies the appropriate technology to the problem and is language agnostic,
how the coder conducts themselves within the community defines the majority of traits discussed
by interviewees.

A good coder is (1) open to critique, compromise, and direction, allowing for alternative approaches with
broader benefit; (2) reasonable in their expectations and patient when coding within a community since soft-
ware development progresses at uneven tempos; (3) reliable and can focus in the short and long term on pro-
ject development and cultivation of the community; and (4) a team player who is willing to work on what the
community deems important, including the hard, tedious, or fun parts of the project.

4.3. Coding and the Reward System

The academic reward system is traditionally based in part on publication metrics and research impact as
demonstrated by quantity and quality of publications in peer-reviewed journals and the impact of those
papers. And software? Writing software is not viewed as science among our interviewees even though the
majority interviewed were scientists who themselves write software or use specialized software written by
their professional colleagues. Rather, software is described as enabling a research program; the time and
effort required to create it is considered an obstacle to publishing scientific results. That is, in comparison
to peers who did not develop software, interviewees who did spend a significant amount of time developing
software perceived themselves as less productive as measured by peer-reviewed publications. Most intervie-
wees with employment security felt lucky that software development had led to academic success. However,
attitudes were significantly different among those employed as a domain scientist than those as a computa-
tional scientist. Domain scientists viewed effort spent on software development as an obstacle that was over-
come “in spite of” apparent loss of productivity whereas those employed as computational scientists viewed
it is part of their professional reward system that included contribution to scientific software projects. Within
the group of nonacademic interviewees, some hold established positions in which software and software
products perhaps can be considered a public good. These participants report that the merit was not judged
on scholarly record but evaluated on whether their contributions meshed with their position description.

4.4. Roles in Developing Software

A related issue identified by some interviewees is that the role of author of software can encompass a vast
array of contributions and is not as well defined as authorship of scientific publications. While tools are emer-
ging to assess both the research effort and the impact of work that is not disseminated through traditional
scholarly publications, descriptive attribution for contributors to software lags. For example, Project CRediT
(http://casrai.org/credit) recognizes that diverse roles contribute to published research in the sciences and
establishes a taxonomy of roles. At a high level, one of these roles is Software, defined as: “Programming, soft-
ware development; designing computer programs; implementation of the computer code and supporting algo-
rithms; testing of existing code components.” (http://dictionary.casrai.org/Contributor_Roles/Software).

The taxonomy of Software contributions is an active area of exploration for groups concerned with the
related topics of sustainability, reproducibility, reusability and discoverability. Organizations such as
WSSSPE (http://wssspe.researchcomputing.org.uk/), FORCE11 (https://www.force11.org/), and the codemeta
project (http://codemeta.github.io/) have interests in further defining roles in software development as part
of assigning recognition for research. The developing concept of altmetrics (e.g. https://www.altmetric.com/,
depsy.org and https://impactstory.org/) allows the impact of individuals’ work, whether exhibited in tradi-
tional or new media formats, to be captured from online social interaction data e.g. Twitter followers,
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Mendeley readership. While these projects help to recognize software contributions in new ways, contribu-
tions to a project remain subjective and hard to quantify.

Within its development community, a software project does not thrive without leadership and a community
that engages in roles asmaintainers, contributors, and users (Bangerth & Heister, 2013). The CIG community’s
projects’ structure and size are characteristic of most open source software projects in the geosciences.
Development communities range from small (~3) to very large (~50) with substantially larger user bases
(greater than hundreds to thousands).

CIG software communities require leadership from within the scientific domain, to ensure that the soft-
ware development meets a clear scientific need. Leaders establish the intellectual framework for a soft-
ware project, either through formal processes for community input or informally through charismatic
influence. In the CIG community, where many scientists begin by developing their own software, leaders
are often the project’s original software architect(s). These leaders are highly engaged in the survival and
continuity of a project, remaining influential even after their direct involvement in the software
development diminishes.

Users are attracted to a software package when they perceive it as usable, applicable, and an improvement
over other available tools. They become contributors, reporting bugs, submitting patches and implementing
new features as the nature of their research problem outpaces the existing development efforts. Becoming a
maintainer requires additional technical and social skills to support the software infrastructure. These skills
include reviewing code, responding to open issues and user requests, and growing and nurturing the user
base, eventually developing new maintainers. Members of a software community may fulfill multiple roles,
their roles may change over time, and membership in the community can change over time.

In addition to these software development roles largely filled by the geodynamics community, CIG employs a
software engineering staff. The organization and its staff make the software available, robust, and usable. In
accordance with its best practices, CIG hosts a software repository for version control and issue tracking,
maintains continuous integration testing, maintains documentation, and responds to routine help requests
and bug fixes.

As practiced by CIG, this system obscures contributions to software development and engineering. Peers
easily recognize each other’s contribution through interaction in peer networks including software repository
activity, and by mining information on organizational or project websites. Frommonitoring a project’s e-mail
lists or repositories, a member can learn who are the experts and key contributors. Websites and manuals
may indiscriminately list all contributors, a select few, or only the leadership. Regardless, institutional reward
systems often neglect these contributions because they are presented in non-traditional forms, that is, out-
side the peer-reviewed publication system.

4.5. Current Practice in Software Citation

CIG, like many communities, uses existing mechanisms to provide credit for software and is only just moving
to persistent identifiers. One of CIG best practices states that developers of hosted codes must specify what
to cite and acknowledge. This information is disseminated through user documentation and workshops. Our
survey showed that developers ask users to acknowledge scientific software by citing both published peer-
reviewed papers and non-peer-reviewed media such as user manuals, technical reports, or software landing
page websites. However, software author lists are not comprehensive and are difficult to interpret (Dance,
2012; Hornik et al., 2012; Tscharntke et al., 2007). For example, the authorship list on CIG software manuals
is typically alphabetical for large groups with no indication of what features or how an author contributed,
while published peer-reviewed papers in geophysics usually follow the first author norms with themajor con-
tributors listed first or with authors listed alphabetically.

As one of CIG’s best practices, developers are asked to provide at least one citable publication. For just
over half of the CIG hosted software packages, this is a peer-reviewed publication for citation. Most often
this is a science paper describing the algorithm or the underlying methods the software implements in a
section devoted to methods, where a scientific finding is the main focus of the paper. Much less fre-
quently the developers provide a peer-reviewed paper describing the software, the user manual,
and/or project website. An additional attribution in the form of acknowledgement to a funding agency
or the repository is frequently requested (Figure 1). A significant number of software packages make
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no attribution request. The majority of these are legacy software
(Archived) that are no longer in widespread use, while others are var-
iants, tools or libraries.

Given the availability of a citable publication, the next relevant question
is: how regularly do users invoke these citations in scientific publications
that use the software? To assess this, we carried out an analysis of 303
papers published between 2010–2015 by the CIG community.
Publications were either provided by the authors in response to CIG’s
regular request for publications using CIG community software, or were
obtained through a literature search for publications identifying soft-
ware by name or mentioning CIG. Hence, this represents publications
from a highly engaged group of contributors. The papers were predomi-
nantly published in journals with impact factors between 2.5–3.5
(Figure 2).

We read these papers for mentions of software by name supplemented by key word search, citations, addi-
tional attributions, website or url, version number, and configuration detail. Software mentions were most
often found in the “methods” section of publications but were also found in the acknowledgements, appen-
dices, figure captions, addendums, and electronic supplements.

Within this group of publications, 83% of the papers mention at least one CIG-hosted software package. That
some publications do not cite any CIG software can be attributed to several factors. Some papers describe the
mathematical methods and algorithms used in the software packages rather than discussing or using a par-
ticular software package; the list also includes review papers that discuss relevant topics but do not present
original research. Neither type of publication cites any specific software. After removing those examples,
there still remains a subset of reported papers in which modeling software was clearly used and hence,
the software should have been named in the paper.

When a software package was named in the text of the publication, 75% of the papers also provided a cita-
tion in the references. This includes software packages that did not formally provide a preferred citation in
their documentation or website. Citations show good compliance with the instructions on how to cite pro-
vided in the software’s user manual with fewer than 10% of the papers not citing any of the requested pub-
lications. For those packages providing no formal instructions on how to cite, 70% of these papers provided a
citation. This is in good agreement with survey results in which 93% of the respondents responded that they
cite software used in course of their research. Several survey respondents also volunteered that they seek to
cite as requested by the software developers.

For comparison, Howison and Bullard (2015) examined a randomly selected sample of biology papers to
assess the visibility of software in publications. In their study, 65% of the articles mentioned software with
a higher likelihood of mention in higher impact journals. Of these 44% provided a citation in the reference
list. The comparison between the two studies is not perfect in that the publication list used in our analysis
was self-selected by the CIG community, a group with a professional interest in seeing software authorship
given credit. We thus would expect, and in fact observe, a higher rate of citation in the CIG publications than
in the randomly selected publications reported by Howison and Bullard.

The CIG community surveyed recognized that software used for research
should be cited in the related scholarly outputs but there is disagreement
about what software should be cited and how to cite. The group is in clear
consensus that full software packages should be cited but there is no con-
sensus about whether and how to cite additional software used in the pro-
cessing, manipulating, and visualization of data, nor about citing scripts,
libraries, and commercial packages. In the case of commercial software,
interviewees felt that commercial software developers were compensated
for their labor directly via wages or royalties, so additional credit in the
form of citation was not necessary.

The publication record supports the general idea that more than just the
modeling software packages should be cited, as software was mentioned
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500 times by name. What was considered citable varied widely and included commercial and open source
software used in constructing models, processing data, analysis, and visualization. Packages named included
meshing software such as CUBIT (CUBIT, 2017), LaGriT (LaGRIT, 2017) and Abaqus (Dassault Systemes, 2017);
MATLAB (Mathworks, 2017), a high-level language and interactive environment for numerical computation,
visualization, and programming; GPlates (GPlates, 2017) for plate tectonic reconstructions, Paraview
(Kitware, 2017), a data analysis and visualization package; and SAC, a Seismic Analysis Code (Goldstein
et al., 2003; Goldstein & Snoke, 2005).

Only 21% of the analyzed publications contain an URL leading to a software landing page or an organiza-
tional website and none included persistent identifiers. Even fewer, 13%, provide sufficient information to
identify a version number of the cited software. In addition, authors rarely reported which software features
were used and whether the software had been modified in the course of the research. Those surveyed
acknowledged version is important because software continues to change over time with the addition of
new features and bug fixes.

Of the non-CIG software packages, one stood out – GMT the Generic Mapping Tools (GMT) (Wessel et al.,
2013; Wessel & Smith, 1991, 1995, 1998). GMT is a well-established open source collection of tools for map
creation and was mentioned in 13% of the papers. The tool has been in use by the geoscience community
for more than 20 years and currently is in release version 5. Releases are accompanied by articles in EOS
Transactions AGU—the weekly earth science magazine of the American Geophysical Union. The authors’
request for citation dates back to 1991. The large number of citations observed in this study can likely be
attributed to both its rich tradition of citation in the literature and that the developers provided a
citable article.

5. Discussion of Open Issues

The groups here represent a unique part of the geoscience community; they are researchers who both use
and develop scientific software, some of whom have found a career path through coding. Hence, they are
favorably disposed to receiving and providing credit for software as expressed through their willingness to
participate in these surveys and interviews and reporting of publications to CIG. In practice, these users are
citing software by adapting established mechanisms for scholarly credit such as citing a peer-reviewed pub-
lication, even when these mechanisms do not adequately convey the status, capabilities, or authorship of the
software used. Requesting citations in most cases satisfies the traditional merit systems, but does not support
emerging demands to support software reuse and scientific reproducibility.

In addition to the active researchers and software developers we surveyed, those interested in accurate attri-
bution of credit for scientific software also may include software developers who have left the research envir-
onment, project managers, funding agencies, publishers and scientific societies, and library scientists. Each of
these has a different perspective on the value of software, which was not investigated here but should be
considered for any attribution system, for instance funding agencies are interested in assessing outcomes
and impacts, while library scientists are also concerned about discovery, access and preservation.

Additionally, organizations that maintain or support software development, software repositories, or data
centers would be aided in assessing the value and impact of their investments by a clearer identification
of their role. Some metadata specifications include such roles (see http://codemeta.github.io/) but there is
no established practice in the literature on how to acknowledge organizations. This question is complicated
by the different roles played by organizations, from codeveloper to curator of software. CIG, for example,
requests acknowledgement for its role but in this study, only 19% of the papers complied with this request.

Assessing contributions to software, however, is not the same as measuring the quality or impact of the soft-
ware or the contribution. Presently, there are no standardized mechanisms for evaluating code. Easily quan-
tifiable metrics such as lines of codes or number of commits (number of revisions to a file(s) in a software
repository such as Github) can easily be manipulated and say nothing about whether the software is correct.
Refactoring code (restructuring the software without changing its external behavior) can, in the aggregate
lead to fewer lines of code. Essential changes to a code’s core algorithm have a different impact than, for
example, modifications to input/output formats. Comments in software, while not strictly “code” can increase
the number of lines and increase the usability, or not, of the code; similarly with readability fixes. Changes can
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be made via a series of single commits or multiple changes can be aggregated into one commit. Most metric
systems are not beyond gaming by an astute community (Abbott et al., 2010; Nightingale & Marshall, 2011;
Sahel, 2011). Assessing contribution, assigning credit, and documenting provenance of software remains a
challenge. For example, the contribution of the software engineer who tests the software to ensure that
updates do not break it but never touches the code itself remains unseen in all current measures.

Without prompting, survey respondents overwhelmingly expressed a desire for two improvements in soft-
ware citation. The first was a DOI or other persistent identifier for software which would enable recognition
of authorship and code contribution. The second desire was a generalized call for some standardized format,
guidelines, or instructions for citing software and updating that citation to reflect different versions of the
software. These needs have been recognized across a broad range of research domains attracting the interest
of funders and agencies e.g. the National Science Foundation, National Institute of Health, and the Alfred P.
Sloan Foundation.

Activities and projects of this international community include:

1. Force11 Software Citation Working group published draft Software Citation Principles for broad adoption
among the various stakeholder communities. (Smith et al., 2016).

2. WSSSPE has run a series of workshop providing a forum for problems relating to the role of software in
research including credit (http://wssspe.researchcomputing.org.uk/) (Katz et al., 2014; Katz, Choi,
Niemeyer, et al., 2016; Katz, Choi, Wilkins-Diehr, et al., 2016).

3. The Software Sustainability Institute (SSI) provides guidelines on how to cite software http://software.ac.
uk/so-exactly-what-software-did-you-use.

4. Zenodo (https://zenodo.org/) provides an online repository for software and its metadata and can provide
DOIs.

5. OntoSoft (http://www.ontosoft.org/) facilitates capture of metadata and software publication providing
training that supports software citation and credit (Gil et al., 2015).

One interesting and unexpected attitude about software emerged from this study. An apparent tension
exists between the communities that are interested in the reuse of software and those that develop software.
According to interviewees, “good code” is reusable by others, however, “science wants to do something dif-
ferent every time”. This implies that the goal of software is replicability or repetition, whereas, the goal of
science is discovery and novelty. However, software is frequently reused in research. Numerical libraries such
as PETSc (Balay et al., 2016a, 2016b, 1997), deal.II (Bangerth et al., 2007; Bangerth, Davydov, et al., 2016) are
under active development and exists as stand alone research projects which are actively used by research
projects worldwide. When a new software or computational method is developed, a suite of data or use cases
can be applied that expands our knowledge. Whether studies can proceed without any alteration of the soft-
ware, speaks to the consistency of the data, the flexibility of the software (best practice), and broad applicabil-
ity of the question being asked. The reuse of scientific software is key to advances in science dependent on
computation, reduces duplication of effort, and improves its quality by utilizing well-tested components.

CIG currently does not assign identifiers to their software packages. However the community is moving for-
ward in piloting DOIs using Zenodo (www.Zenodo.org). Zenodo provides integration to github and supports
communities, and using containers to preserve workflow. The creation of the CIG community creates visibility
for those interested in obtaining DOIs for their research objects and discoverability for others. This is part of a
larger CIG effort to provide a simple mechanism for software attribution for stakeholders.

6. Conclusions

Today, software is necessary for scientific advancement. It increases capacity to process and analyze data,
making science more efficient, enabling analysis and modeling of data and processes on an unprecedented
scale to test hypotheses, make predictions, and advance knowledge. However, to effectively use these new
tools, scientists must develop computational and coding skills, and knowledge to expand the pool of answer-
able questions. From this study, it is clear that the human resources of ingenuity and skill applied to scientific
computation are currently being recognized, applied, rewarded, and documented only on an ad hoc basis.
Training across the sciences is being supplemented through organizations such as Software and Data
Carpentry (G. Wilson, 2014), Khan Academy, and Google Summer of Code. These appeal to those
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predisposed to coding but do not make such training widely accessible to all who could benefit.
Incorporating formal, practical, coding courses into curricula remains challenging.

Receiving credit for code is only one of many issues related to software sustainability and reproducibility.
Software sustainability requires the training and retention of developers beyond those who “got lucky” to
have support from mentors and the creation of institutions that value their skills. Creating a recognition sys-
tem to get credit for code will increase visibility for various roles and make more transparent the effort good
code requires. Toward that goal, is a movement to recognize Research Software Engineers as promoted by
UKRSE (http://www.rse.ac.uk/events.html) job titles for those who work in research but write code and not
papers and may work within a domain department or a research support center. Developing a “software
prize” has been discussed as recognition that would not depend on publication (Bangerth, Dannberg,
et al., 2016; Bangerth, Davydov, et al., 2016). Lastly, reproducibility, a hallmark of good science, has been
under increasing scrutiny (McNutt, 2014). For numerical models, if the software becomes lost to the commu-
nity, research results cannot be verified. Citing software is the first step toward addressing these issues.

Our results indicate that awareness of researchers for the need to cite is high and that more importantly,
researchers seek to cite. When given information on how to cite, many authors use the requested citation
provided by developers. However, developers need to be educated to include this information in their doc-
umentation. Users as well need to be educated on what to cite while recognizing that this is an area of active
discussion and the community norms will continue to evolve. CIG is moving toward issuing unique identifiers
for its repository, creating tools for easy attribution, and educating the community on recommended prac-
tices for citation.
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